MySQL ORDER BY

Here, you will learn how to sort the rows in a result set using the MySQL ORDER BY clause.

## **Introduction to the MySQL ORDER BY clause**

When you use the SELECT statement to query data from a table, the order of rows in the result set is unspecified. To sort the rows in the result set, you add the ORDER BY clause to the SELECT statement.

The following illustrates the syntax of the ORDER BY clause:

SELECT

select\_list

FROM

table\_name

ORDER BY

column1 [ASC|DESC],

column2 [ASC|DESC],

...;

In this syntax, you specify the one or more columns that you want to sort after the ORDER BY clause.

The ASC stands for ascending and the DESC stands for descending. You use ASC to sort the result set in ascending order and DESC to sort the result set in descending order respectively.

This ORDER BY clause sorts the result set by the values in the column1 in ascending order:

ORDER BY column1 ASC;

And this ORDER BY clause sorts the result set by the values in the column1 in descending order:

ORDER BY column1 DESC;

By default, the ORDER BY clause uses ASC if you don’t explicitly specify any option. Therefore, the following ORDER BY clauses are equivalent:

ORDER BY column1 ASC;

and

ORDER BY column1;

If you want to sort the result set by multiple columns, you specify a comma-separated list of columns in the ORDER BY clause:

ORDER BY

column1,

column2;

In this case, the ORDER BY clause sorts the result set by column1 in ascending order first and sorts the sorted result set by column2 in ascending order.

It is possible to sort the result set by a column in ascending order and then by another column in descending order:

ORDER BY

column1 ASC,

column2 DESC;

In this case, the ORDER BY clause:

* First, sort the result set by the values in the column1 in ascending order.
* Then, sort the sorted result set by the values in the column2  in descending order. Note that the order of values in the column1 will not change in this step, only the order of values in the column2 changes.

When executing the SELECT statement with an ORDER BY clause, MySQL always evaluates the ORDER BY clause after the FROM and SELECT clauses:

## **MySQL ORDER BY examples**

We’ll use the customers table from the sample database for the demonstration.
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### **A) Using MySQL ORDER BY clause to sort the result set by one column example**

The following query uses the ORDER BY clause to sort the customers by their last names in ascending order.

SELECT

contactLastname,

contactFirstname

FROM

customers

ORDER BY

contactLastname;

Output:

+-----------------+------------------+

| contactLastname | contactFirstname |

+-----------------+------------------+

| Accorti | Paolo |

| Altagar,G M | Raanan |

| Andersen | Mel |

| Anton | Carmen |

| Ashworth | Rachel |

| Barajas | Miguel |

If you want to sort customers by the last name in descending order, you use the DESC after the contactLastname column in the ORDER BY clause as shown in the following query:

SELECT

contactLastname,

contactFirstname

FROM

customers

ORDER BY

contactLastname DESC;

Ouptut:

+-----------------+------------------+

| contactLastname | contactFirstname |

+-----------------+------------------+

| Young | Jeff |

| Young | Julie |

| Young | Mary |

| Young | Dorothy |

| Yoshido | Juri |

| Walker | Brydey |

| Victorino | Wendy |

| Urs | Braun |

| Tseng | Jerry |

### **B) Using MySQL ORDER BY clause to sort the result set by multiple columns example**

If you want to sort the customers by the last name in descending order and then by the first name in ascending order, you specify both  DESC and ASC in these respective columns as follows:

SELECT

contactLastname,

contactFirstname

FROM

customers

ORDER BY

contactLastname DESC ,

contactFirstname ASC;

Output:

+-----------------+------------------+

| contactLastname | contactFirstname |

+-----------------+------------------+

| Young | Dorothy |

| Young | Jeff |

| Young | Julie |

| Young | Mary |

| Yoshido | Juri |

| Walker | Brydey |

| Victorino | Wendy |

| Urs | Braun |

| Tseng | Jerry |

| Tonini | Daniel |

In this example, the ORDER BY  clause sorts the result set by the last name in descending order first and then sorts the sorted result set by the first name in ascending order to make the final result set.

### **C) Using MySQL ORDER BY clause to sort a result set by an expression example**

See the following orderdetails table from the sample database.

![order_details_table](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALUAAACcCAYAAAA58OpXAAAJHElEQVR42uydy3XrIBCGXVdWqSaLVJESUo03WSQFpIP0kBZ8mXuEIYNgkDQ8NP7/cziRxGOQ+YwwYdDl9/f39vHxgYBgInx/f98un5+ft8vlgoBgIjw/PweoIejsent7A9SQLQFqyJwANWROgBoyJ0ANmROghszp4aG+Xq/3uc2fn59bD42wyfX+/u7rwK+dngNAPQAwDZsvLy8+P6AG1PqA9bZ5bVRnQG1ErQBpafPaqM6AurNW/r9Pj+C1R7JvnHt4enqiaAKAX+eATG/zbieN/2svDRS3Z/hBdY7LmR786aFeACgFDhgP1FjlckKjl8EIYA6zmYU6xJVCPdQp0KcBe3qoow+QIPkLUwCIX6Nj3ttIINF5knaRTz+FzUxPvw5bmn4L1IntkC5cn01TQ73SoGvQ0F8OWG05dB43uNRjxgAPs1kxps6VSXmP9NT/z2fX1FBHjUfHa9NaZajlcuh8K2DDbbL8uaGaCtTs+ikAnxrqHj11FjD50TrMpjj8SGHfD3VqO3l6zKapoT4wps59AUI58vg2pE0blNIMs8mglr5Ee3pqbofi+L1N21tPD/Xe2Q8m1ZmIJe0wm0u5HHY6Vh9+ZGY/8ENRQ8UPVIZabc7Y5RlucyVdKX/a28tQ83vMljujTgM1BAFq6GEFqCFzAtSQOQFqyJwANWROgBoyJ0ANmROghswJUEPmtECNrXwR7AQH9F+ov76+EBBOHV5fXzH8gGwJY2rInJpA7ZYwdlln65ZtHt77YlkvnLuP5ovgZ17CeVapQu0ax69zpjW4zReRa0Lt6guojUgV6ggUtbJ6QO2ChwtQG5A61Itnh++1pbQ57w66tuYhwj1ffFzO/Ugqk9LHT5Y81CH/+pcqLd+fr/olLgr3kda59p6abUN2VqlDvQH+1Q1SFpVAj8sIDZmWSWlLZfI8fhhyBOrUPSrd0YlCWqf0c6i5p2mdX0dqCNRLw5QexTmv6rScsM1ArpdLy0yhjsujv3uhpjy5eF4mz8PtSPeE4ctMULOGTQELjbWeJ4WG4ksezxLU3Mn0yPCjFmqpTtI9AepHgLrwGK6FOh6GTAG1O8YPzTNA3WL4ER0fhnopi+JKANJxE6iXa3H5gHp2qJ1yO2nWAFj6oUghhqp2+FHepy+kpevxuQrU/8/T+Nw9YfgxK9SVU3rSNmT5Kb2QZmtPnQOOT82p9dTu2trnULon9NSzQg1BLQSoIXMC1JA5AWrInAA1ZE6AGjInQA2ZE6CGzAlQQ+bUBOpePoo9PGMq71f91RG96m5RqlD39lHsDYa7p9xbqrjdw/euXfdHkirUvX0Ue4MheOvkVhBOUfdHkjrUlT6Kvifb4nsnLYIq+TDKC45Cb1x+XXOw622oLOCq9L+c/mX3M0gdakGSb57sTygvV92zNJT7D6bLTYN9n9eXp9LL7/C/7NpeZ9JQqF3D7HMSSPPE8XsW8UuP+xLUh50iNPwvoUmgdo21x51Lcn3a424Vg6UOtVB3Ff9LCFAfhjoaU3eBGtsgnATq0cMP9oj3xyqzH1FPfrju7hgzIWeBunLjGNmvUfZhlH0M0x+K/hql4+XzMnL3p1p3F1Tnwq1qONSCj+KRabG4h8v7GMpTeltfSN+k7kt+1f9aWtVQqNEoUAsBasicADVkTsOghqBWAtSQOQFqyJwANWROgBoyJ0ANmdNDQ63lXeKmJtV8FLXqNLvNlno4qO9+hmljhjhZuTUacbkUdwrARthsqYeDelk4VIrb5kUuu6xND9gImy01BOrdG5eHc2kT8vS9hamfYVw2j/Pnaz0991GUoO/+bkghz5pNQK3ZU7rzrQv56W+db2MAmdvnZUueLfwaj5c8yoe9GzLKU7IJqG+KLzDa8YqJLd4tdLwd6vCFyK355l+wXN26vxtSyOPLV93OYTZ1hfqgy1Xu8Vmbvx5q+Quxtafu9m5IIY+3iTG1ljSgjhrIxzeDOho387Rbx9Td3g0p5AHU2lp6rj3Dh7SRQ3xTqP+1dwa4DcIwFN3heqMertfojbZFWgTyCA6QOOT3PSnS1hbi0idqKMZ5zpyKnDz7EdYb0lmG9KMHG3mrV0e49yF3TT9Wr7HrLcW/dQA3pDdkcZllTg4UW5I3Yt7Q1XWE/+sBzR7RkdrknDvPbcV7+RfFqN6QzjJ2TvbUrZkhn8upB8wBUk8eHyD1kbi4tdekDJcaoDVIDXIgNciB1CAHUoMcSA1y3F7q1qf8zC9taXRpDsRt1cbxkVJHnHdG6nHcXurWILU+4VIf7Z/4er1qb4zu1PRVS+3XQvpx2PfZ9NsGbih1Rf/EJr0OneqVEn4tpB9Heq19Pc2IghgidaGB0eVeh059nnegWJD9cByl9xGyfWGQ1IVWc5fbwjn1eWdyarseG4cndbcDXvggqX/X1eRAcaMWEqknYYjUvdIPU8FxVupSLWST9AOp+zNE6sK9NFwZ/F6H9fV5Ozi1kG4cSD2YYVK7/RMXGS6f0svrcw4Ua2sh9+JgT30DhkjNjxLQE6QGOZAa5AiXGqA3SA1yIDXIgdQgB1KDHEgNckwpdYtf5/5OLXZbv3vX1OUyge7XWX/aaVSk7rR+I3X+GR2pA0DqAP4usspzInVnhkidPkRzQVN4r8HKPbXTm/FQXaRtf+dfpejHYlvg2fj8utD67TdNrWW41PkD3qj9C+01eFBqvzejXxfZ5NJbI11afiu+NGrqQmu3X/dvk5aESl2oGAnvNbh67HJvRnf+RRpb1HtW6rRM6Xm7TruMnceLf8r0JVRqs7HtniKs1+BJqc/Mv9e86Ur6USe130DJix+pR0m989UYIvXhusglDbmF1L9/Sx1ohkrdI/1Y/T1E6pN1kXm5dflZ6f13kTo/tlo/Ul+8Q5M9aAnvNdhK6hN1kTYNycuW+kg2kTr/b54vxU/60eOUXu9egzt5ZL3U/vwlqb07UuXRbE+ddx5mvr342VMD3AWkBjmQGuRAapADqUEOpAY5kBrkQGqQA6lBDqQGOZAa5EBqkAOpQQ6kBjmQGuRAapADqUEOpAY5kBrkQGqQA6lBDqQGOZAa5EBqkAOpQQ6kBjmQGuSwUqcHGIypRxI6ja/3+/39eDwYDInxfD6/fwAtWJXu0Qq0wwAAAABJRU5ErkJggg==)

The following query selects the order line items from the orderdetails table. It calculates the subtotal for each line item and sorts the result set based on the subtotal.

SELECT

orderNumber,

orderlinenumber,

quantityOrdered \* priceEach

FROM

orderdetails

ORDER BY

quantityOrdered \* priceEach DESC;

+-------------+-----------------+-----------------------------+

| orderNumber | orderlinenumber | quantityOrdered \* priceEach |

+-------------+-----------------+-----------------------------+

| 10403 | 9 | 11503.14 |

| 10405 | 5 | 11170.52 |

| 10407 | 2 | 10723.60 |

| 10404 | 3 | 10460.16 |

| 10312 | 3 | 10286.40 |

To make the query more readable, you can assign the expression in the SELECT clause a column alias and use that column alias in the ORDER BY clause as shown in the following query:

SELECT

orderNumber,

orderLineNumber,

quantityOrdered \* priceEach AS subtotal

FROM

orderdetails

ORDER BY subtotal DESC;

+-------------+-----------------+----------+

| orderNumber | orderLineNumber | subtotal |

+-------------+----------------- +----------+

| 10403 | 9 | 11503.14 |

| 10405 | 5 | 11170.52 |

| 10407 | 2 | 10723.60 |

| 10404 | 3 | 10460.16 |

| 10312 | 3 | 10286.40 |

| 10424 | 6 | 10072.00 |

| 10348 | 8 | 9974.40 |

| 10405 | 3 | 9712.04 |

| 10196 | 5 | 9571.08 |

| 10206 | 6 | 9568.73 |

In this example, we use subtotal as the column alias for the expression quantityOrdered \* priceEach and sort the result set by the subtotal alias.

Since MySQL evaluates the SELECT clause before the ORDER BY clause, you can use the column alias specified in the SELECT clause in the ORDER BY clause.

## **Using MySQL ORDER BY clause to sort data using a custom list**

The FIELD() function has the following syntax:

FIELD(str, str1, str2, ...)

The FIELD() function returns the position of the str in the str1, str2, … list. If the str is not in the list, the FIELD() function returns 0. For example, the following query returns 1 because the position of the string ‘A’ is the first position on the list 'A', 'B', and 'C':

SELECT FIELD('A', 'A', 'B','C');

Output:

+--------------------------+

| FIELD('A', 'A', 'B','C') |

+--------------------------+

| 1 |

+--------------------------+

1 row in set (0.00 sec)

And the following example returns 2:

SELECT FIELD('B', 'A','B','C');

Output:

+-------------------------+

| FIELD('B', 'A','B','C') |

+-------------------------+

| 2 |

+-------------------------+

1 row in set (0.00 sec)

Let’s take a more practical example.

See the following orders table from the sample database.

![orders table](data:image/png;base64,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)

Suppose that you want to sort the sales orders based on their statuses in the following order:

* In Process
* On Hold
* Canceled
* Resolved
* Disputed
* Shipped

To do this, you can use the FIELD() function to map each order status to a number and sort the result by the result of the FIELD() function:

SELECT

orderNumber, status

FROM

orders

ORDER BY FIELD(status,

'In Process',

'On Hold',

'Cancelled',

'Resolved',

'Disputed',

'Shipped');

+-------------+------------+

| orderNumber | status |

+-------------+------------+

| 10425 | In Process |

| 10421 | In Process |

| 10422 | In Process |

| 10420 | In Process |

| 10424 | In Process |

| 10423 | In Process |

| 10414 | On Hold |

| 10401 | On Hold |

| 10334 | On Hold |

| 10407 | On Hold |

## **MySQL ORDER BY and NULL**

In MySQL, NULL comes before non-NULL values. Therefore, when you the ORDER BY clause with the ASC option, NULLs appear first in the result set.

For example, the following query uses the ORDER BY clause to sort employees by values in the reportsTo column:

SELECT

firstName, lastName, reportsTo

FROM

employees

ORDER BY reportsTo;

Output:

+-----------+-----------+-----------+

| firstName | lastName | reportsTo |

+-----------+-----------+-----------+

| Diane | Murphy | NULL |

| Mary | Patterson | 1002 |

| Jeff | Firrelli | 1002 |

| William | Patterson | 1056 |

| Gerard | Bondur | 1056 |

However, if you use the ORDER BY with the DESC option, NULLs will appear last in the result set. For example:

SELECT

firstName, lastName, reportsTo

FROM

employees

ORDER BY reportsTo DESC;

Output:

+-----------+-----------+-----------+

| firstName | lastName | reportsTo |

+-----------+-----------+-----------+

| Yoshimi | Kato | 1621 |

| Leslie | Jennings | 1143 |

| Leslie | Thompson | 1143 |

| Julie | Firrelli | 1143 |

| ....

| Mami | Nishi | 1056 |

| Mary | Patterson | 1002 |

| Jeff | Firrelli | 1002 |

| Diane | Murphy | NULL |

+-----------+-----------+-----------+

23 rows in set (0.00 sec)

## **Summary**

* Use the ORDER BY clause to sort the result set by one or more columns.
* Use the ASC option to sort the result set in ascending order and the DESC option to sort the result set in descending order.
* The ORDER BY clause is evaluated after the FROM and SELECT clauses.
* In MySQL, NULL is lower than non-NULL values